**PSG COLLEGE OF TECHNOLOGY, COIMBATORE-04**

**DEPARTMENT OF APPLIED MATHEMATICS AND COMPUTATIONAL SCIENCES**

**II Semester MSc Software Systems**

**18XW26 Data Structures Lab**

**Data Structures Lab –Linked List**

**Problem sheet - 9**

1. Given a list, split it into two sublists — one for the front half, and one for the back half. If the number of elements is odd, the extra element should go in the front list. So FrontBackSplit() on the list {2, 3, 5, 7, 11} should yield the two lists {2, 3, 5} and {7, 11}. Getting this right for all the cases is harder than it looks. You should check your solution against a few cases (length = 2, length = 3, length=4) to make sure that the list gets split correctly near the short-list boundary conditions. If it works right for length=4, it probably works right for length=1000. You will probably need special case code to deal with the (length <2) cases.
2. Write a RemoveDuplicates() function which takes a list sorted in increasing order and deletes any duplicate nodes from the list. Ideally, the list should only be traversed once.
3. Write a function AlternatingSplit() that takes one list and divides up its nodes to make two smaller lists. The sublists should be made from alternating elements in the original list. So if the original list is {a, b, a, b, a}, then one sublist should be {a, a, a} and the other should be {b, b}. You may want to use MoveNode() as a helper. The elements in the new lists may be in any order (for some implementations, it turns out to be convenient if they are in the reverse order from the original list.)
4. Given two lists, merge their nodes together to make one list, taking nodes alternately between the two lists. So ShuffleMerge() with {1, 2, 3} and {7, 13, 1} should yield {1, 7, 2, 13, 3, 1}. If either list runs out, all the nodes should be taken from the other list.
5. Write a SortedMerge() function that takes two lists, each of which is sorted in increasing order, and merges the two together into one list which is in increasing order. SortedMerge() should return the new list.
6. It is possible to use more than one data structures together to give efficient solution for many real time applications. The following is the one of the situations where array is used with linked list to form a well organized data representation.

Graphs are usually represented as adjacency matrices. Consider the following graph.

![](data:image/png;base64,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)

The adjacency matrix of the above graph is,
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To store adjacency matrix for a graph with n nodes required n X n elements to represent their link information and it is worst representation for sparse graphs, since it requires more memory to store 0 (no link between corresponding nodes). For such situations, linked list is the best idea to represent the graph.

**Adjacency List:**

An array of linked lists is used. Size of the array is equal to number of vertices. Let the array be Array[]. An entry Array[i] represents the linked list of vertices adjacent to the **i**th vertex.

The adjacency linked list representation of the above graph is as follows,
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Write a C/C++ program to read an adjacency matrix of a graph, and create an adjacency list for that graph. For this, you have to create an array of singly linked lists, where each list represents the neighbors of a particular node. Display the contents of the linked list by starting the execution from 0th index of the array.

For example, for the above graph, the output is as follows.

0 - 1 2

1 - 0 2 3

2 - 0 1

3 - 1